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Background & Motivation:

From my experience, projects based on real-world applications are 100% more enjoyable than
working on make-believe problems. As such, the goal of this project will be to create a
pathfinding (shortest) algorithm on a weighted graph based on Manhattan’s infrastructure.

| aim to implement a sequential and parallelized version of the popular A* (A-Star) pathfinding
algorithm to achieve the goal of this project. | decided on A* because of the heuristic function it
uses to find the shortest path, which | believe will make this project more challenging than using
other shortest pathfinding algorithms, such as Dijkstra’s algorithm.

Graph Data:

| will create a .txt file containing an “accurate” graphical representation of Manhattan, where the
nodes will represent certain landmarks (with geographical coordinates) and the physical
distance (in Kilometers) between each node contained in edge weights. For example, the graph
will look similar to the image below.

| will create the graph data using Python and open-source datasets from NYC. The graph will be
represented as an adjacency matrix and saved into a .txt file which | will load into my Haskell
application. This is ideal because | can adjust the scale of the problem by switching out the
adjacency matrix.



Once the graph data is set, the first step will be implementing the pathfinding algorithm using a
sequential approach. Then | will move on to parallelizing the algorithm. As mentioned above, |
assume the hardest part of this project will be parallelizing the heuristic function used by A*.

A* Heuristic Function:

A* selects paths that minimize a cost function commonly denoted as f(n) = g(n) + h(n), where n
is the current node in the graph. g(n) contains the current cost incurred from the start node. This
will be determined by the edge weights in the graph. h(n) is the heuristic, which will be
calculated by taking the distance between the current node's and the target node’s geographical
coordinates (please note the heuristic function may change, and the Euclidean distance is only
a rough idea).

Evaluation:

My goal is to compare the sequential and parallel variants of A* on several different-size graphs
using ThreadScope. If time allows, | will also create several heuristic functions and report on the
shortcomings of certain heuristic functions when running in parallel, which, based on my
research, is common.
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