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Abstract—Simulation-based approaches that require to drive
the design under verification (DUV) to specific conditions, like
for example, scenario-based testing and dynamic assertion-based
verification (ABV), cannot rely on generic coverage-driven stimuli
generators. On the contrary, constraint-based generation must be
adopted. In this context, among several solutions, the Universal
Verification Methodology (UVM) and the SystemC Verification
Library (SCV) represent the main alternatives. However, their
powerfulness is paid in term of easiness of use. In fact, their
application generally requires to write complex pieces of code
to specify the constraints that must be satisfied by the stimuli
generator to produce the desired sequences of values. More is
the complexity of setting up an effective stimuli generator, more
is the risk of failing to capture the right behaviour and/or having
a longer verification time. To overcome these problems, the paper
presents a framework and a corresponding language for the
automatic generation of stimuli that requires to write intuitive
and compact directives representing the desired constraints. The
approach is independent from the language adopted for the DUV
implementation and it works for both embedded hardware as well
as embedded software.

I. INTRODUCTION

The generation of high-quality stimuli represents the basic
step for all simulation-based techniques, which are applied
throughout the abstraction levels of the embedded system
design flow to verify both functional and non-functional (i.e.,
aging, timing, power, thermal) properties. A low-quality set
of stimuli causes a false sense of safety because it is able
to exercise only a small part of the DUV behaviours. In this
case, testing techniques fail to discover bugs, power estimation
approaches generate incomplete and incorrect results, design
exploration methodologies provide non-optimal solutions, etc.
Thus, several static and dynamic approaches have been de-
fined, at different abstraction levels, to guarantee the efficient
generation of effective and as much exhaustive as possible
sequences of stimuli [1].

Static approaches aim at exploring the whole DUV state
space in a rigorous way [2]. They are exhaustive, but they
require to encode and traverse the DUV by exploiting mathe-
matical formalisms (e.g., transition systems, symbolic encod-
ing, etc.) that generally lead to the state explosion problem
for large designs. A faster and less risky alternative for
state explosion, is represented by dynamic approaches [3]. In
this case, random or probabilistic techniques are adopted to
generate stimuli, whose quality is measured through coverage
metrics, like for example, code coverage or fault coverage. The
main drawback of these techniques is represented by the lack
of exhaustiveness, which is only partially compensated by the
possibility of quickly generating a huge amount of stimuli,
hoping that they cover the most of DUV behaviours. Semi-
formal techniques have been proposed too, that try to mix
the use of both dynamic and static algorithms [4]. The first
to rapidly stimulate easy-to-reach states, the second to cover
corner cases.

Independently from the static or dynamic approach, stimuli
generation is mainly performed independently from a specific
objective, and it is generally guided by some structure-oriented
coverage-driven process whose goal is to create a set of stimuli
that achieves an high coverage of the DUV behaviours [5]. In
fact, coverage metrics evaluate how well the code is exercised,
rather than how well design functionalities are stressed.

However, in several cases, after an initial execution of a
coverage-driven stimuli generator, designers, verification engi-
neers and testers need to create few initialization sequences
to bring the DUV into particular states where it is possible
to check specific conditions. This is particularly true, when
verification and/or exploration are performed on the basis of
scenarios [6], where test conditions, data to be used for testing,
and the expected results are provided. The same happens when
dynamic ABV is addressed [7], where assertion checkers must
be stimulated in a non vacuous way. For example, people
that perform verification of embedded system applications are
generally required to follow a test plan. This contains a list of
checks which are formalized into (temporal) assertions to be
verified on specific scenarios. As a practical example, let us
consider the following directive extracted from the test plan of
an industrial mixing machine:

“Bring the machine in a situation where T_cold=5 ◦C,
T_pipe=20 ◦C, T_hot=40 ◦C, and T_set=25 ◦C, then linearly
increase T_pipe= till 30 ◦C, and then activate the water
discharge and check if the final water flow is composed only
by water arriving from the water supply network and from the
hot water container.”

To test the previous directive, verification engineers must
put the mixing machine in the correct state (where the temper-
atures are as required), and then they must drive the simulation
to respect that T _pipe increases its value linearly till 30 ◦C. It
is almost impossible to reproduce such a situation by means
of a traditional structure-oriented stimuli generator, whose aim
is just to maximize the targeted coverage. On the contrary,
constraint-based approaches, which explicitly generate stimuli
that respect specific constraints, should be adopted [8].

In this context, the UVM represents one of the most pop-
ular framework for stimuli generation [9]. An UVM testbench
generates stimuli corresponding to a specific verification goal
and it sends them to the DUV. Coverage monitors are added
to measure progress and identify non-exercised functionalities.
Checkers can also be included to identify undesired DUV
behaviours. However, the use of UVM requires to write com-
plex pieces of code. Such a complexity to set up an effective
stimuli generator reflects in the risk of failing to capture the
right behaviour and/or in a longer verification time. Moreover,
UVM works only for SystemVerilog designs. This is partially
compensated by the definition of different UVM dialects that
cover also other hardware description languages (HDLs) like,
for example, the System Verification Methodology (SVM)
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for SystemC [10]. Another possibility is represented by SCV
which provides pseudo-random generators and an integrated
constraint solver based on BDDs for SystemC verification [11].
However, similar considerations to the UVM case apply also
for SCV, concerning the complexity of implementing advanced
generators. Moreover, several limitations affect SCV [12].

To overcome UVM and SCV complexity and being HDL-
free, this paper is intended to present a framework for the
constraint-based automatic generation of stimuli that:

• requires to write very few lines of directives rep-
resenting the desired constraints by using a simple
specification language;

• works independently from the language adopted for
the DUV implementation;

• can be applied for both embedded hardware as well
as embedded software;

• and creates sequences of stimuli suited for supporting
verification and exploration methodologies that require
to mimic specific situations, which are necessary, for
example, in scenario-based testing or dynamic ABV.

A preliminary work in this direction, based on SCV, has
been presented in [13], but with respect to [13] the current
paper refines and extends the specification language, replaces
the SCV generation engine with a more flexible C++ SMT-
based approach to remove the SystemC dependency, and
provides a larger set of experimental results.

The rest of the paper is organized as follows. Section II
proposes a specification language to define the behaviour of the
desired sequence of stimuli. Section III describes how stimuli
generators are implemented on the basis of the specification
language defined in Section II. Section IV compares the
proposed approach with respect to the UVM facilities related
to stimuli generation. Section V is devoted to experimental
results. Finally, Section VI draws some concluding remarks.

II. STIMULI SPECIFICATION

The stimuli generation engine relies on a specification
language that allows the user to easily define the sequence
of values that must be generated for each input line of the
DUV. The specification language is defined by means of a
context-free grammar whose syntax is defined in Fig. 1. Non-
terminal symbols are written between chevrons in lower-case
letters. Terminal strings are enclosed in single quotes. Finally,
strings starting with a capital letter and enclosed in chevrons
are tokens that can be considered terminal symbols.

Given an input line, the specification of the sequence of
values that must be generated is defined by a named_generator
with kind OUTPUT. The kind TEMP is used to define stimuli
generators that create sequences of values representing the
basis for more complex OUTPUT generators. The type is used
to define the size of the input line associated to the generator.
The name is the identifier of the generator. The behaviour of
the generator is specified by a generator instance among the
following:

• constant: it is used to generate a sequence whose
elements correspond to the numeric constant Value;

• uniform: it creates a sequence of values uniformly
distributed between Range_min and Range_max;

• reference: it generates the same values of the
named_generator identified by the argument Name

Fig. 1. Grammar of the stimuli specification language.

and it is used to create dependencies among different
generators;

• sequence: it allows to create a generator composed
of a sequence of different behaviours specified by
different generators. Each generator in the sequence
is active for a specific Duration. The sequence can
repeat cyclically or the last generator can be used till
the end of the generation, respectively when Do_Loop
equals 1 or 0;

• sum: it sums the values returned by two generators;

• products: it multiplies the values returned by two
generators;

• uminus: it returns the negative of the value returned
by a generator;

• delay: it delays the generation of values according to
the specified generator for Delay_Amount simulation
instants. Before the Delay_Amount is elapsed the
generator returns the constant Initial_Value;

• range_restrict: it restricts the range of values re-
turned by the associated generator within the
interval [Range_min, Range_max]. If the associ-
ated generator returns a value v outside such
an interval, range_restrict returns Range_Min when
v < Range_Min and Range_Max when v >
Range_Max. Otherwise it returns v;

• time_expand: it stretches horizontally the values re-
turned by the associated generator by a given factor
k. If the the associated generator behaves as a function
of time f(t), a time expansion of a factor k produces
the behavior g(t) = f(t/k);

• function: it allows to reproduce the behavior of a
given function Ftype (e.g., sine, cosine, logarithm,
etc.). In particular, the sequence of generated values
is computed by Ftype(Initial_V alue + t ∗ Offset)
where t represents the simulation time;

• input: it allows to recall the associated generator into
a new generation. This is particularly useful when a
sequence of stimuli previously generated is used as
prefix (i.e., it acts as initialization for the DUV) of a
new sequence;

• constraint: it creates values that satisfy complex con-
straints described by an expression representing a first-
order formula, possibly, involving other generators.
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OUTPUT gen_1
Sequence 0

Uniform −1 1 20
Function s i n 0 0 . 1 30
Constant 0 . 2 4 1

end
OUTPUT gen_2

Range_Res tr ic t 0 2
Function l o g 1 0 . 1

OUTPUT gen_3
Sum

Constant −0.01
Delay 1 0 . 0 1 end Reference gen_3

Fig. 2. Example of a stimuli specification using several generators.
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Fig. 3. Plot of stimuli created by the generators of Fig. 2.

Previous generators create a sequence of values indepen-
dently from the simulation time and from the mechanism
adopted to notify the passing of time. They assume a discrete-
time model where new values are provided to the input lines at
each timestamp. The definition of what a timestamp is depends
on the abstraction level of the DUV and on the simulation
engine. For example, in case of an HW register transfer level
(RTL) model, timestamps are represented by clock cycles,
at transaction level model (TLM), they correspond to the
starting/ending of transactions, in the context of embedded SW,
they are related to the iteration loop of the control application,
etc.. Our framework just needs to know a couple of parameters:
the length of the simulation and the duration of the timestamp.
Thus, for example, to generate a sequence of stimuli for an
RTL simulation of 10 seconds with a clock cycle of 100 ms,
the user can specify the couple (10000, 100) and in this way
a sequence composed of 100 values is generated.

A. Examples of generators

The primary goal of the previous generators is to describe
the behaviour of digital/analog inputs from environmental
probes which typically equip embedded systems. In particular,
the proposed specification language allows the definition of a
library of generators to solve recurring patterns of use whose
definition is quite difficult, like, for example, linear filters,
tracking trends for physical parameters, etc..

Some examples to show the effectiveness and the easiness
of use of the proposed language in specifying the behaviour
of different stimuli generators are described hereafter.

Fig. 2 shows the use of several generators that create
the three sequences of stimuli depicted in Fig. 3. The se-
quence corresponding to gen_1 is obtained by sequencing

TEMP FLOAT 0 f i l t e r _ p a r a m e t e r Constant 0 . 7 5
TEMP FLOAT 0 temp1 Uniform −1 1
OUTPUT f i l t e r

Sum
Product

Sum
Constant 1
UMinus Reference f i l t e r _ p a r a m e t e r

Reference temp1
Product

Reference f i l t e r _ p a r a m e t e r
Delay 1 0 end Reference f i l t e r

Fig. 4. Specification of a linear filter.
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Fig. 5. Plot of stimuli created by the filter specification of Fig. 4.

tree behaviors through the sequence generator such that the
generated values respect a uniform distribution between -1 and
1 till simulation instant 20, then a sine function till simulation
instant 30, and finally a constant. Then, gen_2 shows the use of
range_restrict to create a logarithmic waveform with an upper
bound represented by the value 2. Finally, gen_3 generates a
decreasing sequence of values by using delay and reference to
reproduce the effect of the function f(t) = f(t − 1) − 0.01,
where f(0) = 0.01. The corresponding plot is shown in Fig.
3 where the couple (10000, 100) has been used to specify the
simulation time and the timestamp length.

An interesting example is shown in Fig. 4, where a gen-
erator to implement the behavior of a linear filter is defined.
temp_1 is a uniform generator returning value in [-1,1]. filter
is the linear filter that uses temp_1 according to the following
expressions:

filter(t) = 0;
filter(t+ 1) = 0.25 ∗ temp_1(t+ 1) + 0.75 ∗ filter(t).

The corresponding plot is shown in Fig. 5.

The use of the input generator is shown in Fig. 6. The
sequence created by the gen_4 generator is composed of
a prefix including the first 40 elements produced by the
prev_sequence generator, which is supposed to have been
previously defined and possibly used for a different verification
run. The input generator is used to import the values provided
by prev_sequence into the prev TEMP generator. Then, the
sequence is completed according to a sine function specified by
the post TEMP generator. Finally, prev and post are referenced
by gen_4 to create the final sequence. The corresponding plot
is shown in Fig. 7.

A final example, in Fig. 8, is related to the use of the
constraint generator. The generator gen_5 imposes that each
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OUTPUT p r e v _ s e q u e n c e
Sequence 1

Constant −1 5
Constant 1 5

end

TEMP FLOAT 0 prev Input p r e v _ s e q u e n c e 0
TEMP FLOAT 0 p o s t Function s i n 1 0 . 1
OUTPUT gen_4

Sequence 0
Reference prev 40
Reference p o s t 1

end

Fig. 6. Specification of a stimuli sequence with an initialization prefix
imported from a previous generation.
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Fig. 7. Plot of the generator gen_4 defined in Fig. 6.

returned value v satisfies the constraint v > x and v < y,
where x and y are specified by a couple of function generators
which represent the allowed upper and lower bounds for v. The
corresponding plot is shown in Fig. 9.

III. STIMULI GENERATION

Given a file containing the specification of a set of gen-
erators according to the syntax described in Section II, the
corresponding sequence of stimuli is generated by a C++
engine. In particular, only constant, uniform, function and
constraint generate values, while reference, sequence, sum,
product, uminus, delay, range_restrict, time_expand and input
are used to reuse, combine or modify the values returned by
other generators.

The C++ engine straightforward implements the constant
and function generators, by returning, respectively, the required
constant value or a sequence of values respecting the specified
function at varying of time. Several standard C functions are
already built-in, while the engine can be extended by adding
further used-defined functions.

On the contrary, the implementation of the uniform and
constraint engines relies, respectively, on the Random-Boost
library [14], and the MathSAT5 constraint solver [15].

The Random-Boost library provides a set of powerful
engines that generate random (integer and real) numbers
according to the most popular probabilistic distributions, like,
for example, the uniform distribution. Custom distributions can
be defined as well. Moreover, by using the seed provided by
the random_device class, we are guaranteed that the generated
numbers are actually random, even in the case they are
generated at a very high frequency. The same assurance cannot

OUTPUT LowerBound Function l o g 1 0 . 1
OUTPUT UpperBound

Product
Function l o g 1 . 1 0 . 1
Constant 2

OUTPUT gen_5
C o n s t r a i n t

Reference LowerBound x
Reference UpperBound y

end ( a s s e r t ( and ( > t h i s x ) ( < t h i s y ) ) ) ;

Fig. 8. Specification of a stimuli sequence by means of the constraint
generator.
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Fig. 9. Plot of the generator defined in Fig. 8.

be obtained by using the classical rand function of the standard
C library that in case of two very close consecutive calls can
provide the same value, even when the srand function is called
to initialize the seed.

On the other hand, the generation of random stimuli
that respect a constraint expressed by a first-order formula
requires the adoption of a constraint solver. In our case, the
MathSAT5 Satisfiability Modulo Theories (SMT) solver has
been exploited. Differently from a SAT solver, which works
only for the theory of Boolean values, an SMT solver can
solve constraints according to several theories like integer,
real, array, etc.. MathSAT5 has been integrated in the proposed
environment by means of the SMT-Lib 2.0 library [16]. Such
a library represents a common interface for the most popular
SMT solvers. In this way, MathSAT5 could be substituted,
in the future, with more efficient constraint solvers without
changing the grammar of the constraint generator.

IV. COMPARISONS WITH UVM

UVM represents the most popular framework for testbench
generation. It is based on the SystemVerilog language, but
UVM Multi-Language (UVM-ML), a modular solution for
integrating verification components written in different lan-
guages, is also available with some restrictions [17].

An UVM testbench is composed of reusable verification
environments called verification components. A verification
component is an encapsulated, ready-to-use, configurable ver-
ification environment for an interface protocol, a design sub-
module, or a full system. It allows to stimulate the DUV
by generating constrained-random stimuli, measure the DUV
coverage and monitor assertion checkers.

In the following, the UVM facilities concerning
constrained-random stimuli are compared, by means of
an example, against the stimuli generation framework
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c l a s s t r i d o m i x _ t r a n s e x t e n d s uvm_sequence_i tem ;
rand i n t t s e t ;
r and i n t t c o l d ;
rand i n t t c o l d _ d e r ;
i n t unsigned d e l t a _ A = 2 ;

f u n c t i o n new ( ) ;
s u p e r . new ( ) ;

endfunc t ion

/ / c o n s t r a i n t s
c o n s t r a i n t lower_bound {

t s e t > ( t c o l d − d e l t a _ A ) ; }
c o n s t r a i n t upper_bound {

t s e t < ( t c o l d + d e l t a _ A ) ; }
c o n s t r a i n t d e r i v a t e {

abs ( t c o l d _ d e r ) <=1 ; }
e n d c l a s s

c l a s s my_dr ive r # ( t y p e REQ = uvm_sequence_i tem )
e x t e n d s uvm_dr ive r # (REQ ) ;

f u n c t i o n new ( s t r i n g name , uvm_component p a r e n t ) ;
s u p e r . new ( name , p a r e n t ) ;

endfunc t ion

tas k run_phas e ( uvm_phase phas e ) ;
REQ r e q ;
f o r e v e r begin

/ / t o g e t a t r a n s a c t i o n from t h e s e q u e n c e r
s e q _ i t e m _ p o r t . g e t ( r e q ) ;
/ / t r a n s a c t i o n f i e l d s ar e us ed on t h e DUV
d r i v e _ i t e m ( r e q ) ;
/ / r e q u e s t comple ted
s e q _ i t e m _ p o r t . i t em_done ( ) ;

end
endtask

f u n c t i o n d r i v e _ i t e m (REQ r e q )
/ / t o be imp lemen ted

end f u n c t i o n
e n d c l a s s

‘ d e f i n e NUM_SEQS 1000
c l a s s env e x t e n d s uvm_env ;

uvm_sequencer # ( t r i d o m i x _ t r a n s ) s q r ;
my_dr ive r # ( t r i d o m i x _ t r a n s ) d rv ;
t r i d o m i x _ t r a n s s equence [ ‘NUM_SEQS ] ;

f u n c t i o n new ( s t r i n g name , uvm_component p a r e n t ) ;
s u p e r . new ( name , p a r e n t ) ;
/ / C r e a t i o n o f t h e s e q u e n c e r
s q r = new ( " t r i d o m i x _ s e q u e n c e r " , t h i s ) ;
/ / C r e a t i o n o f t h e d r i v e r
drv = new ( " t r i d o m i x _ d r i v e r " , t h i s ) ;
/ / C r e a t i o n o f t h e t r a n s a c t i o n s equence
f o r ( i n t i = 0 ; i < ‘NUM_SEQS; i ++) begin

s equence [ i ] = new ( " s equence " ) ;
end
/ / Connec t ion be tween t h e d r i v e r and t h e s e q u e n c e r
drv . s e q _ i t e m _ p o r t . c o n n e c t ( s q r . s e q _ i t e m _ e x p o r t ) ;

endfunc t ion

tas k run_phas e ( uvm_phase phas e ) ;
phas e . r a i s e _ o b j e c t i o n ( t h i s ) ;
f o r ( i n t i = 0 ; i < ‘NUM_SEQS; i ++) begin

fork
s equence [ i ] . s t a r t ( s q r , n u l l ) ;
j o i n _ n o n e # 0 ;

end
wai t fork ;
phas e . d r o p _ o b j e c t i o n ( t h i s ) ;

endtask
e n d c l a s s

module t o p ;
i m p o r t us e r_pkg : : ∗ ;
i m p o r t uvm_pkg : : ∗ ;
env e ;

i n i t i a l begin
e = new ( " env " , n u l l ) ;
r u n _ t e s t ( ) ;

end
endmodule

Fig. 10. UVM code to generate a test sequence for the mixing machine.

proposed in this paper. Let us consider, the following directive
from the industrial test plan of a mixing machine.

It is necessary to verify that the machine moves from the state

OUTPUT t c o l d Uniform −20 5
OUTPUT t c o l d _ d e r

C o n s t r a i n t
Constant 0 . 3 x

end ( a s s e r t ( < t h i s 0 . 3 ) ) ;
OUTPUT d e l t a _ A Constant 2
TEMP FLOAT 0 lower_bound

Sum
Reference t c o l d
UMinus Reference d e l t a _ A

TEMP FLOAT 0 upper_bound
Sum

Reference d e l t a _ A
Reference t c o l d

OUTPUT t s e t
C o n s t r a i n t

Reference lower_bound low
Reference upper_bound up

end ( a s s e r t ( and ( < t h i s up ) ( > t h i s low ) ) ) ;

Fig. 11. Proposed specification directives to generate a test sequence for the
mixing machine.

IDLE to the state SECOND_TEMP when all the following
conditions are true:

• Tcold −DeltaA < Tset;

• Tset < Tcold +DeltaA;

• | derivative(T _cold) |< 0.3;

where Tcold is the temperature of the cold water measured by
a probe, DeltaA is a constant defined by the installer, and Tset

is the required temperature set by the user.

In the context of ABV, the verification of the previous
directive requires: (i) to define an assertion that captures the
desired intent, and (ii) to generate a set of stimuli sequences
that fire the assertion to avoid its vacuous passing. Clearly, the
assertion is fired only when the three conditions described in
the test plan are satisfied.

The UVM code to create a stimuli sequence that satisfies
the conditions reported in the test directive of the mixing
machine is reported in Fig. 10. Class tridomix_trans is the
basic transaction, which represents the data items to create the
input values for the DUV according to the desired constraints.
Class my_driver is the driver for the DUV. In particular, the
function drive_item, whose implementation is not reported for
saving space, uses values generated by the transaction to drive
the DUV simulation. Class env is the verification environment
that instantiates a sequencer, a driver and a sequence of
transactions. The sequencer is an advanced stimulus generator
that returns a random data item upon request from the driver
according to constraints specified in the transaction. Finally,
the module top instantiates the verification environment and
runs the stimuli generation. On the contrary, Fig. 11 shows
what a user should write to create a corresponding sequence
of stimuli by means of the framework proposed in the previous
sections.

By comparing Fig. 10 and Fig. 11 it appears that creating
a sequence by means of the proposed specification framework
is much more easier than implementing a corresponding UVM
verification environment. Moreover, it is worth remembering
that UVM works only for SystemVerilog hardware descrip-
tions, while the proposed framework can be adopted for both
HW and SW designs. On the other hand, UVM provides
further features, like coverage measure and assertion monitors,
which make it a comprehensive verification environment, while
the proposed framework is only intended to provide an easy-
to-use and effective stimuli generator to drive the DUV during
specific simulation approaches like, for example, scenario-
based testing and assertion-based verification.
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DUV ST.-ORIENTED OUR APPROACH

NAME LINES ASS. ACT. TIME ACT. DIR. TIME

Breadmaker 2006 20 30% 0.008s 100% 7 0.064s
RPC-3D-door 22043 63 98% 0.012s 100% 168 0.132s
DSC-2L 37545 14 35% 0.004s 100% 114 1.676s

TABLE I. EXPERIMENTAL RESULTS (EMBEDDED SW APPLICATIONS).

DUV ST.-ORIENTED OUR APPROACH

NAME LINES FAULTS COV. TIME COV. DIR. TIME

ADPCM 341 143 75.5% 0.008s 96.5% 102 0.448s
AM2910 622 156 48.7% 0.004s 85.3% 506 0.136s

TABLE II. EXPERIMENTAL RESULTS (HARDWARE COMPONENTS).

V. EXPERIMENTAL RESULTS

The effectiveness of the proposed framework has been eval-
uated in two ways. First, we evaluated its capability in the con-
text of dynamic ABV of C++ embedded software applications.
As briefly summarized in the introduction, dynamic ABV
requires to stimulate the DUV with high-quality sequences
such that assertion checkers can be actually activated to avoid
vacuous passing of the corresponding assertions. The second
experiments has been conducted to measure the quality of the
proposed framework in the context of traditional fault simu-
lation of SystemC RTL hardware components. In both cases,
the framework has been compared, from the effectiveness point
of view, with respect to a structure-oriented (coverage-driven)
generator included into a commercial verification suite [18].
We do not report such a comparison with respect to UVM
since our approach and UVM have the same capability from
the point of view of (SAT/SMT) constraint-based generation.
Thus, the most relevant comparison between UVM and our
approach concerns the difference in the easiness of use and
the application domain, as described in the previous section.

Table I presents the results in the context of dynamic
ABV. Columns report benchmarks characteristics, i.e., the
DUV name (NAME), the number of code lines (LINES) and
the number of defined assertions (ASS.), and results, in terms
of percentage of fired assertions (ACT.) and time required for
stimuli generation (TIME) by using both the structure-oriented
engine and the proposed framework. The total number of
directive lines written by means of the specification language
defined in Section II is also reported (DIR.). To be fair, both
the generators have been required to create sequences of the
same length (thousands of test vectors). Our approach allows
to activate all the assertions for all the considered benchmarks,
while the structure-oriented generator achieves a good activa-
tion percentage only in one case. This is motivated by the
fact that the activation of assertions for Breadmaker and DSC-
2L depends on conditions which cannot be simply guaranteed
by a structure-oriented generator. Indeed, for the most of
assertions, an initialization sequence is required to bring the
application in a particular state from which their activation
is guaranteed. Such initialization sequences, reproducing the
real environment where the application operates, can be easily
obtained by reproducing the required behaviours with the
specification language described in Section II. Execution times
show that our approach is more expensive, in particular for
DSC-2L where an extensive use of the SMT-based Constraint
generator has been required. Indeed, generation time is almost
negligible for all benchmarks.

Table II reports a similar analysis for the fault simula-
tion context. In this case, the number of assertions and the
percentage of their activations are replaced by the number of
faults (FAULTS) and the achieved fault coverage (COV.). The
fault model defined in [19] has been adopted. The proposed
approach provides an higher fault coverage than the structure-

oriented engine showing its effectiveness also for a “coverage-
driven” goal. However, the number of directives that we
needed to write for the AM2910 micro controller is quite high
compared to the complexity of the DUV. This is due to the
necessity of mimic the behaviour of an AM2910 program by
means of the specification language of Section II, to accurately
stimulate its instruction set architecture, which is composed
of 16 instructions. On the other hand, for the same reason,
the coverage achieved by the structure-oriented approach is
very low due to its inability of simulating a real operating
environment for the micro controller.

VI. CONCLUSIONS

The paper presented a stimuli specification language and
a corresponding stimuli generation engine targeting the re-
production of specific conditions, as required, for example,
by scenario-based testing and dynamic ABV. The language
allows to intuitively write directives for the engine to generate
constraint-based stimuli sequences that respect the desired con-
ditions. In comparison to the popular UVM environment, our
approach is intended to provide a simpler way of specifying
sequence behaviours, it works independently from the abstrac-
tion level and from the DUV implementation language, and it
can be used for the hardware as well as the software domain. In
comparison to a structure-oriented engine we showed that our
framework generates stimuli which more effectively activate
assertions and achieves higher fault coverage.
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