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Abstract 

 
Operating systems’  (OS) support for applications, which require real-time behavior, are 
growing in number and diversity. From the desktop to very specialized 
software/hardware combinations, developers are required to create systems that can 
satisfy both hard real-time and soft real-time requirements. Since design cycles can be so 
short, and projects are becoming more diverse in their demands, developers want 
familiar and robust Application Programmers Interfaces (API), tools, and programming 
environments to create their real-time applications. The Developers’  ability to integrate 
with their familiar tools is important, but popular operating systems do not have equal 
levels of support for real-time applications. The design of an OS can have a significant 
impact on its ability to be used in a real-time system. Some operating systems support 
only soft real-time, others support hard real-time, and some support hard real-time with 
a few caveats. This survey should help developers understand some of the tradeoffs when 
picking an OS for system design. We will compare the popular operating system Windows 
NT/2000, two flavors of Linux (plain Linux and RTLinux), and one less known operating 
system named sPSOS+. Real-time aspects of the operating systems' APIs and the 
underlying implementation that supports those APIs will be discussed. 
 
Introduction 
 
There are several requirements for an operating system must fulfill to be considered 
viable candidates for real-time systems. Since most real-time systems need to react to 
external events and control asynchronous devices, the OS must be multithreaded. Threads 
(or their conceptual equivalent) are an essential part of a real-time capable OS. Without 
threads of some kind, the application would not only have to make all the decisions about 
what should run when, but also implement this functionality. The priority of a particular 
thread must always be able to take precedence over any other system activity. High 
priority threads in the system must be able to run before or in the middle of low priority 
threads, so a candidate system must also be preemptible in order to be deterministic. If 
the system is going to scale or do anything involving much complexity, the OS has to 
support multiple thread priorities. Thread synchronization can create many complexities 
in and of itself, which can affect real time performance and determinism, so predicable 
synchronization mechanisms need to be implemented by the OS. An OS that supports 
priority inheritance will prevent priority inversion by supporting priority inheritance 
mechanisms. Without priority inheritance mechanisms a low priority thread could easily 
prevent a high priority thread from getting its work done in time to meet a deadline. The 
operating systems considered in this survey have varying degrees of support for the 
essential elements of real-time systems. 
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