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JPEG Image Compression

   SW



Software to FPGA

 
➢ 64 pixels x 8 bits/pixel = 256 bits
➢ 256 bits / 32 bits/stream = 16 stream
➢ Input = buffer[i] + buffer[i+1] << 8 + buffer[i+2] << 16 + buffer[i+3] << 24
➢ Decode the 32 bits data in HW
➢ HW waits for 16 write states, then go to the next state - computing DCT  

data 4 data 3 data 2 data 1

32 bits



DCT with Loeffler Algorithm

Loeffler Algorithm
● Number of multiplications reach the 

theoretical low limit.
● 4 Stages
● MultAddSub Blocks

[1]M. Jridi and A. Alfalou, 



Canonical signed digit (CSD) representation

CSD
● Signed representation containing the 

fewest number of nonzero bits
● Effective way to carry out constant 

multiplier for DCT.
● Number of additions and subtractions will 

be minimized.
● Identified common elements in CSD 

constant coefficients and shared required 
resource

X = 2^a  ± 2^b ± 2^c ±…..

[1]M. Jridi and A. Alfalou, 



RTL Block Diagram for DCT-1 and DCT-2

    Stage 1 Stage 2        Stage 3 Stage 4



RTL Block Diagram for DCT-2



Quantization

● The step where we actually throw away data.
● Reduce most of the less important high frequency DCT coefficients to zero,
● Lower numbers in the upper left direction and large numbers in the lower right direction

Table 2: Modified Normalization Matrix For Hardware Simplification 



Zigzag

Zigzag Scan Order

●  Obtain the one-dimensional vectors with a lot of consecutive zeroes



RLC (Run Length Encoding )

Run       Category      Bit Value        ..….    Run       Category      Bit Value        EOB   

● Run represents the number of previous consecutive zeros.
● Category represents the bit value length of non-zero value.
● End with EOB when last bits are 0..

 



DC Huffman Encoding 

Algorithm:
➢ dc_diff = dc_current -dc_previous
➢ dc_diff_length = getCategory(dc_diff) 
➢ dc_codeword  = dc_lookup_table(dc_diff)
➢ register_line = register_line + (ac_codeword << category) + dc_diff   

DC Huffman Table

dc_diff

register_line
dc_codeword

dc_codeword_length

getCategory

Quantized
Data

dc_previous



AC Huffman Encoding 

Algorithm:
➢ ac_diff_length = getCategory(bit_value) 
➢ ac_codeword  = ac_lookup_table()
➢ register_line = register_line + (ac_codeword << category) + bit_value    

AC Huffman Table

register_line
dc_codeword

dc_codeword_length

getCategory

RLC DATA

bit value

ac_codeword



Bit Stream Compression

1 0 0 0

Algorithm: 
➢ Initialized a 1024-bit length register_line,
➢ While (there is data):

■ register_line  = (register_line << data_length) + data;
■ total_line_size  += data_length

0 0 0 0

1 1 0 0

4 bits

1 0 0 0 1 1 0 0

Old register_line

New register_line

Data 0 0 00



Compressed Data to Software

Algorithm: 
➢ register_line << register_length,
➢ do:

■ data_back = register_line[1023:991] 
■ Register_line << 32 bits 

➢ while(data != 0 )

1 0 0 0 1 1 1 0… 32 bits0

32 bits data_out 

1024 bits 

…

32-bit Avalon Bus Software



Result

1. DCT input: 2. DCT output: 

5. RLC output:

6. Bitstream output:
DC: -61 -> (14)     ->                                          111000001
AC: (0, 6)->(0,3,6)->(100,110)->38                         100110 
       (0, 4)->(0,3,4)->(100,100)->36                        100100
       (1, 3)->(1,2,3)->(11011,11)->111                     1101111
       (0, 8)->(0,4,8)->(1011,1000)->184               10111000
       (0, 3)->(0,2,3)->(01,11)->7                                   0111 
       (1,-7)->(1,3,000)->(1111001,000)->968 11110010000
       (1,2)->(1,2,2)->(11011,10)->110                    1101110
       (1,-2)->(1,2,2)->(11011,01)->109                   1101101
       (0,2)->(0,2,2)->(01,10)->6                                   0110
       (0,2)->(0,2,2)->(01,10)->6                                   0110
       (2,-1)->(2,1,0)->(11100,0)->56                         111000
       (7,1)->(7,1,1)->(11111010,1)->501             111110101
       (0,0)->(1010)->10                                               1010

3.Quantization output: 

4. Zigzag output:
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