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Figure 16: The yellow arrow suggests how the designer could move
the seat to avoid interference with the armrests.

it difficult to precisely move in the direction of the hint, so we also
provide a slider to move the UI element along the hint direction.
The interface and the designer work symbiotically to solve the in-
tersection.

Often however this magnitude can be determined automatically and
the direction may change as result. This leads naturally to a gradient
descent resolution scheme that is fully automatic.

6.6 Automatic Resolution

In many instances during the design process the designer is required
to make several tedious edits that can often be automatically han-
dled by the system. We formulate this automatic resolution scheme
as a non-linear optimization problem that attempts to minimize the
energy formulated as the surface area of the collision interface, as
described in Equation (1). Our implementation of gradient descent
employs the Golden Section Search Algorithm [Press et al. 1992]
and assumes that the local energy landscape has a single global min-
imum nearby.

Our experiments showed higher success resolving multi-object in-
terferences in pairs independently rather than as a simultaneous
optimization over all pairwise interferences. We employ a greedy
approach, resolving the collision between the pair of objects con-
tributing most to the intersection energy (1). Resolving the most
severe collisions first mimics the approach a designer might take,
focusing first on severe collisions and later on grazing cases.

6.7 Spacetime Geometry Carving

In the previous sections we considered ways to mitigate collisions
by altering objects via the available user-interface elements. We
now consider altering an object’s geometry dramatically by carving
away the relative swept volume of another interfering object.

Ideally we would like to subtract—in a constructive solid geometry
sense—an offset of the relative swept volume of the carving object
B from the carved object A:

A← A \ offset
(
sweep

(
B, f−1

A ◦ fB
)
, ε
)

(4)

where offset(X, ε) ⊂ R3 computes an ε-offset of a given volume
X ⊂ R3 and sweep(X, f) ⊂ R3 computes a swept volume of a
given volume X undergoing a rigid motion f(t).

If B and A are each undergoing rigid motions fA(t) and fB(t)
respectively, then we consider the swept volume of B according to
its motion observed in the reference frame of A.

Computing offset volumes and swept volumes of triangle meshes
exactly poses computational and representational problems. The
exact swept volume of a solid bounded by a triangle mesh undergo-
ing a rigid motion is a piecewise-ruled surface [Weld and Leu 1990]
(i.e., in general not representable with mesh of flat triangles). Sim-
ilarly the exact offset surface of a solid bounded by a triangle mesh
is a piecewise quadric surface [Pavic and Kobbelt 2008]. However,
to fit into the rest of our pipeline, we need the output of this carving
sub-routine to produce a new triangle mesh. Therefore, previous
works on exact offsets and swept volumes are inappropriate in our
contexts due to their output respresentation.

Previous tools for computing triangle-mesh approximations of
swept volumes (e.g., [Peternell et al. 2005]) and surface offseting
(e.g., [Campen and Kobbelt 2010]) focus on accuracy over perfor-
mance and simplicity. Instead, we propose directly computing a
conservative triangle-mesh approximation of an offset to the swept
volume by contouring a signed distance field. We then subtract this
approximation from the exact geometry of the static object to en-
sure its details remain in tact.

Approximate offset of swept volume Our approach adapts and
accelerates the implicit method of [Schroeder et al. 1994]. Without
loss of generality, the input to this subroutine is an object B, a rigid
motion f(t) for t ∈ [0, 1], and a desired offset amount ε. The
output is a triangle mesh approximating the ε-offset surface to the
swept volume of B moving along f(t) (see Figure 17).

First we lay a grid over the bounding box containing the spatial
extent of B transformed by f(t) for all t ∈ [0, 1] padded by 2ε.
The grid step size h is an exposed parameter trading off between
computation time (larger is coarser, faster) and accuracy (smaller is
finer, more accurate). The step size should be chosen smaller than
the smallest relevant feature on B.

For each grid vertex, we will approximate the signed distance to
the swept volume’s surface. The swept volume S is the union of B
moving along f(t):

S =
⋃

t∈[0,1]

f(t)B. (5)

This is easily re-written in terms of signed distances (assuming neg-
ative distances inside a solid):

d(S,p) = min
t∈[0,1]

d (f(t)B,p) , (6)

where d(X,p) is the signed distance from the surface of some solid
X to a query point p.

Given a signed distance field to S, the surface of S (or any offset)
can be extracted as the zero (ε) level set. We approximate this on
our grid by taking small discrete steps in time and using march-
ing cubes to extract the level set at ε. Because the signed-distance
field is only useful insofar as it reveals the ε level set, we cull grid
vertices determined far enough away (>

√
3ε) or too far inside

(< ε−
√

3ε) during acceleration tree evaluation.

Finally, we subtract our triangle mesh approximation of S from the
triangle mesh representation of A using the robust boolean library
within LIBIGL [Jacobson et al. 2013].

It is tempting to conduct this final boolean subtraction also on the
signed distance grid, using the signed distance to A. This would
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Figure 17: Two objects A and B overlap in spacetime (ghosting projection, left). We consider the relative motion of B in A’s reference
frame. Sampling densely in time we aggregate the signed distance to B on a grid as B transitions. We contour the ε-offset surface to the
swept volume and subtract this mesh from A. The new A does not overlap B in space time.
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Figure 18: A cluttered kitchen cabinet is tidied up by inserting a styrofoam block and subtracting the swept volumes of each object placed
into place. Using a 3D printer, we validate this design.

certainly be more efficient, but unfortunately forfeits the sharp de-
tails and sparse representation of A.

Instead, our approach uses an approximate representation of the
swept volume S, but conducts the boolean subtraction exactly. This
maintains the original details ofA away from the subtracted region,
forfeiting details of the swept volume, but this is already abstracted
from the designer and obscured by the necessary offsetting.

7 Results

We implemented our prototype in C++11 using a background
thread (std::thread) to detect collisions as the designer makes
edits. On a MacBook Air 2GHz Intel Core i7 8GB memory ma-
chine, our spacetime collision detection and resolution runs interac-
tively for our examples (meshes with 100 to 10,000 triangles). For
examples with multiple transitions, each transition runs an instance
of our 3D viewer with keyframe timeline. End states and object
geometries are shared and edits propagate immediately. Changes to
the collision intervals (CIs) are announced to the graph view.

In Figure 3, the designer would like to add armrests to a park
bench that reconfigures into a picnic table. The armrests do not
cause problems at either end state, but do cause collisions along the
way. The designer experiments with a variety of solutions available
within our tool: (a) carving away the swept volume of the armrests
from the bench seat, (b) interactively reshaping the armrests until
collisions disappear, and (c) adding a hinge mechanism to stow the
armrests beneath the table.

In Figure 5, the designer adds various accessories to a folding bicy-
cle. Adding a basket and altering the handle bars creates collisions
(red highlight) when folding laterally. After interactive experimen-
tation, the designer finds that changing the folding mechanism will
accommodate the additions.

The reconfigurable kitchen in Figure 2 involves a graph of six tran-
sitions between seven states. We show a few of the most interesting
states with ghosting (see §4.2) to indicate transitions. In the clean
up state (1), all deployable objects are hidden and there is plenty of
space to walk around. In the food prep state (2), the stove vent low-
ers to reveal more counter space. In appliance state (4), medium-
size machines appear ready for use via a Murphy-bed-style shelving

system. If more counter space is needed when using the appliances,
extra counter space unfolds over the sink (5). The designer employs
the carving tool of §6.7 to leave space for the faucet. When cook-
ing is done and the appliances are put away, the telescoping table
deploys and benches swing out from under the cabinets (6). See the
accompanying material for a video of the full length editing session
of this example.

Reconfigurability helps tidy up a chaotic cabinet of appliances,
cups, and glass in Figure 18. In this theoretical example, the de-
signer considers filling the cabinet with a block of styrofoam and
then carving from it the swept volume of each object as it is placed
into a non-overlapping position in the cabinet. We validated the
effectiveness of this idea with a 3D-printed scale model.

In Figure 20, the designer plans furniture arrangements for a re-
configurable studio apartment in Manhattan. By identifying and
resolving impossible transitions, the apartment fits a wide assort-
ment of furniture featuring a sleeping mode, bathroom mode, and
entertainment mode.

Our tools function on the macro apartment-size scale and also on
the micro scale. In Figure 19, the designer reshapes and adds com-
plexity to a reconfigurable Burr puzzle. We validated this result
using a 3D printer: all parts fit together neatly.

7.1 Limitations & Future Work

We focused the feature set of our prototype on visualization, mon-
itoring and resolution aids unique to the problem of designing re-
configurables. We delegated advanced geometric editing to third
party tools. Integrating advanced real-time mesh editing [Gal et al.
2009; Liu et al. 2014] into our tool should be possible.

We also assumed that the designer had geometric models available.
While 3D scanning is becoming more common place, we imag-
ine that integrated the wealth of online 3D data (à la [Schulz et al.
2014]) would be an interesting extension.

Finally, our interpretation of physical feasibility is limited to inter-
penetration during reconfiguration. We rely on the user’s human
intuition or domain expertise to prevent unnatural or mechanically
impossible transitions (e.g., levitating couches). Adapting our con-
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Figure 19: We validated the feasibility of our Burr puzzle design by 3D printing the parts.
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Figure 20: A reconfigurable apartment. Transition graph (leftmost) summarizes four overall states. (1) An open floorplan is used for parties
and housekeeping. (2) In daytime and evening, the sofa faces the TV, the WC is accessible via a swinging door, and for showering, the sink
folds up, the undersink piping telescopes into the drain. (3) For dining, a table and benches swing into place; the sink remains accessible but
not WC. (4) At night, a wall bed swings down.

tact resolution optimization to account for mechanical constraints
would be a challenging but exciting future work.
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Appendix: Chain-rule

We expand upon the gradient of the mesh vertex positions at a fixed
time with respect to the user-interface elements, ∇UIVt in Equa-
tion (3).

We assume all objects of the reconfigurable to be rigid (their ge-
ometric shapes are constant over time up to rigid motion). The
degrees of freedom exposed to the user are: movements of each
mesh vertex’s “rest pose” location, p ∈ R3); cubic Bézier spline
translational keyframes, each including backward, interpolated and
forward spatial points u, t,w ∈ R3 and a time s ∈ [0, 1] on the
timeline; and spherically interpolated rotational keyframes, each in-
cluding a rotation θ ∈ SO(3) and a time on the timeline σ ∈ [0, 1].

Exploding all degrees of freedom in our UI as a vector we have:

UI = (p1, . . . , (u1, t1,w1, s1), . . . , (θ1, σ1), . . . ) . (7)
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Now, considering the gradient of the mesh vertex positions at a time
t with respect to the user-interface decomposes into partial deriva-
tives:

∇UIVt =



∂v1
∂p1

· · · ∂vn
∂p1

...
. . .

∂v1
∂(u1,t1,w1,s1)

...
∂v1

∂(θ1,σ1)

...


, (8)

where vi is the vertex position at time t.

That vertex position vi is determined by its rest pose pi, the ob-
ject’s center of mass c ∈ R3, the current rotation θ(t) ∈ SO(3)
about that center mass, and the current translation x(t) ∈ R3:

vi = θ(t)(pi − c) + c + x(t). (9)

Let us consider each type of partial derivative in turn.

Clearly moving a rest-pose vertex position does not influence some
other vertex, so

∂vi
∂pj

= δijθ(t) ∈ R3×3, (10)

where δij is Kronecker’s delta.

The current translation x(t) is defined by the cubic Beziér interpo-
lation of the two keyframes immediately closest to t on either side,
sj < t < sj+1:

x(f) = (1− f)3tj+ (11)

3(1− f)2fwj+ (12)

3(1− f)f2uj+1+ (13)

f3tj+1 (14)
f = (t− sj)/(sj+1 − sj). (15)

Changing a translational spline keyframe has no effect outside its
immediate neighborhood:

∂vi
∂(uj , tj ,wj , sj)

=
∂x(t)

∂(uj , tj ,wj , sj)
, (16)

(= 0 if t ≤ sj−1 or t ≥ sj+1). (17)

Otherwise, let us assume (by symmetry) that sj < t < sj+1, then

∂x

∂f
= 3(1− f)2(wj − tj)+ (18)

6(1− f)f(uj+1 − wj)+ (19)

3t2(tj+1 − uj+1), (20)
∂x

∂tj
= (1− f)3, (21)

∂x

∂wj
= 3(1− f)2f, (22)

∂f

∂sj
= − 1/(sj+1 − sj) + (t− sj)/(sj+1 − sj)2. (23)

The current rotation θ(t) is defined by the spherical interpolation
of the the two keyframes immediately closest to t on either side,

σj < t < σj+1:

θ(g) = θj(θ
−1
j θj+1)g, (24)

g = (t− σj)/(σj+1 − σj). (25)

where we now interpret θj as a unit quaternion.

Changing a rotational keyframe has no effect outside its immediate
neighborhood:

∂vi
∂(θj , σj)

=
∂vi
∂θ(t)

∂θ(t)

∂(θj , σj)
(26)

= (pi − c)
∂θ(t)

∂(θj , σj)
, (27)

(= 0 if t ≤ sj−1 or t ≥ sj+1). (28)

Again, let us assume that σj < t < σj+1:

∂θ(g)

∂g
= θ(g) log (θ−1

j θj). (29)

The final remaining term, ∂θ(g)
∂θj

, is left to the ambitious reader or to
the industrious MATHEMATICA.


